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Summary
Research work usually requires the analysis and processing of data from different sources.
Traditionally in statistical computing, the R language has been widely used for this task, and
a huge amount of datasets have been compiled in the Rda and Rds formats, native to this
programming language. As these formats contain internally the representation of R objects,
they cannot be directly used from Python, another widely used language for data analysis and
processing. The library rdata allows to load and convert these datasets to Python objects,
without the need of exporting them to other intermediate formats which may not keep all
the original information. This library has minimal dependencies, ensuring that it can be used
in contexts where an R installation is not available. The capability to write data in Rda and
Rds formats is also under development. Thus, the library rdata facilitates data interchange,
enabling the usage of the same datasets in both languages (e.g. for reproducibility, comparisons
of results against methods in both languages, or the creation of complex processing pipelines
that involve steps in both R and Python).

Statement of need
The datasets of the R programming language, such as those from the CRAN repository, are
often stored in the R specific formats Rda and Rds. In Python, there were a few packages
that could parse these file formats, albeit all of them presented some limitations.

The package rpy2 (Gautier, 2024) can be used to interact with R from Python. This includes
the ability to load data in the Rda and Rds formats, and to convert these data to equivalent
Python objects. Although this is arguably the best package to achieve interaction between
both languages, it has many disadvantages if one wants to use it just to load R datasets. In
the first place, the package requires an R installation, as it relies in launching an R interpreter
and communicating with it. Secondly, launching R just to load data is inefficient, both in time
and memory. Finally, this package inherits the GPL license from the R language, which is not
compatible with most Python packages, typically released under more permissive licenses.

The package pyreadr (Fajardo, 2024) also provides functionality to read and write some R
datasets. It relies in the C library librdata in order to perform the parsing of the R data
files. This adds an additional dependency from C building tools, and requires that the package
is compiled for all the desired operating systems. Moreover, this package is limited by the
functionalities available in librdata, which at the moment of writing does not include the
parsing of common objects such as R lists and S4 objects. The license can also be a problem,
as it is part of the GPL family and does not allow commercial use.

As existing solutions were unsuitable for our needs, the package rdata was developed to parse
data in the Rda and Rds formats. This is a small, extensible, efficient, and very complete
implementation in pure Python of an R data parser, that is able to read and convert most
datasets in the CRAN repository to equivalent Python objects, such as the built-in types of the
Python standard library, NumPy arrays (Harris et al., 2020), or Pandas dataframes (McKinney,
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2010; The Pandas Development Team, 2024). It has a permissive license and can be extended
to support additional conversions from custom R classes.

The package rdata has been designed as a pure Python package with minimal dependencies,
so that it can be easily integrated inside other libraries and applications. It currently powers
the functionality offered in the scikit-datasets package (Díaz-Vico & Ramos-Carreño, 2023)
for loading datasets from the CRAN repository of R packages. This functionality is used for
fetching the functional datasets provided in the scikit-fda library (Ramos-Carreño et al.,
2024), whose development was the main reason for the creation of the rdata package itself.

Features
The package rdata is intended to be both flexible and easy to use. In order to be flexible, the
parsing of the R data file formats and the conversion of the parsed structures to appropriate
Python objects have been splitted in two steps. This allows advanced users to perform custom
conversions without losing information. Most users, however, will want to use the default
conversion routine, which attempts to convert data to a standard Python representation which
preserves most part of the information. Converting an Rda dataset to Python objects using
the package rdata can be easily done as follows:

import rdata

converted = rdata.read_rda("dataset.rda")

This is equivalent to the following code, in which the two steps are performed separately:

import rdata

parsed = rdata.parser.parse_file("dataset.rda")

converted = rdata.conversion.convert(parsed)

The function parse_file() of the parser module is used to parse Rda and Rds files, returning
a tree-like structure of Python objects that contains a representation of the basic R objects
conforming the dataset. The function convert() of the conversion module transforms that
representation to the final Python objects, such as lists, dictionaries or dataframes, that users
can manipulate.

Advanced users will probably require loading datasets which contain non standard S3 or S4
classes, translating each of them to a custom Python class. This can be achieved using
rdata by creating a constructor function that receives the converted object representation
and its attributes, and returns a Python object of the desired type. As an example, consider
the following short code that constructs a Pandas (The Pandas Development Team, 2024)
Categorical object from the internal representation of an R factor.

import pandas

def factor_constructor(obj, attrs):

values = [attrs['levels'][i - 1] if i >= 0 else None for i in obj]

return pandas.Categorical(values, attrs['levels'], ordered=False)

Then, a dictionary containing as keys the original class names to convert and as values the
constructor functions can be passed as the constructor_dict parameter of the read_rda() (or
convert() if we do it in two steps) function. In the previous example, this could be done using
the following code:

converted = rdata.read_rda(

"dataset.rda",

constructor_dict={"factor": factor_constructor},

)
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When the default conversion routine is being executed, if an object belonging to an S3 or S4
class is found, the appropriate constructor will be called passing to it the partially constructed
object. If no constructor is available for that class, a warning will be emitted and the constructor
of the most immediate parent class available will be called. If there are no constructors for any
of the parent classes, the basic underlying Python object will be left without transformation.

By default, a dictionary named DEFAULT_CLASS_MAP is passed to convert() including construc-
tors for commonly used classes, such as data.frame, ordered or the aforementioned factor.
In case the user desires different conversions for basic R objects, it would be enough to create a
subclass of the Converter class. Several utility functions, such as the routines convert_char()
and convert_list(), are exposed by the conversion module in order for users to be able to
reuse them for that purpose.

Ongoing work
To broaden the utility of the rdata library for data processing pipelines with steps in both R
and Python, we are currently extending the library with the capability to write compatible
Python objects to Rda and Rds files. As an example, such a pipeline is present in the Hmsc-
HPC code (Rahman et al., 2024). The continuous development of this code has also been
driving the ongoing work on the writing functionality of the rdata library. The writing of
Rda and Rds files is implemented as a two-step process similar to reading: first, the Python
object is converted to the tree-like intermediate representation used in parsing, and then this
intermediate representation is written to a file of the chosen format. Currently, the writing
functionality supporting common types is available in the development branch of the rdata

library.
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